# TP : Calculs en boucle

Bienvenue dans ce second TP.   
  
Maitriser les boucles, c’est primordial. Il vous faut donc vous entrainer pour être bien sûr d’avoir tout compris. C’est justement l’objectif de ce TP où nous allons manipuler un peu les boucles.  
  
Le but de ce TP va être de créer 3 méthodes.  
  
La première va servir à calculer la sommes d'entiers consécutifs. Si par exemple je veux calculer la somme des entiers de 1 à 10, c'est à dire 1 + 2 + 3 + 4 + 5 + 6 + 7 + 8 + 9 + 10, je vais appeler cette méthode en lui passant en paramètres 1 et 10, c'est-à-dire les bornes des entiers dont il faut faire la somme.  
  
Quelque chose du genre :  
  
**Code : C# -**[**Sélectionner**](http://www.siteduzero.com/tutoriel-3-545046-tp-calculs-en-boucle.html)

|  |  |
| --- | --- |
| 1  2 | Console.WriteLine(CalculSommeEntiers(1, 10));  Console.WriteLine(CalculSommeEntiers(1, 100)); |

Sachant que le premier résultat de cet exemple vaut 55 (1 + 2 + 3 + 4 + 5 + 6 + 7 + 8 + 9 + 10 = 55) et le deuxième 5050.  
  
La deuxième méthode acceptera une liste de double en paramètres et devra renvoyer la moyenne des doubles de la liste. Par exemple :  
  
**Code : C# -**[**Sélectionner**](http://www.siteduzero.com/tutoriel-3-545046-tp-calculs-en-boucle.html)

|  |  |
| --- | --- |
| 1  2 | List<double> liste = **new** List<double> { 1.0, 5.5, 9.9, 2.8, 9.6};  Console.WriteLine(CalculMoyenne(liste)); |

Le résultat de cet exemple vaut 5.76.  
  
Enfin, la dernière méthode devra dans un premier temps construire une liste d’entiers de 1 à 100 qui sont des multiples de 3 (3, 6, 9, 12, …). Dans un second temps, construire une autre liste d’entiers de 1 à 100 qui sont des multiples de 5 (5, 10, 15, 20, …). Et dans un dernier temps, il faudra calculer la somme des entiers qui sont communs aux deux listes … vous devez bien sur trouver 315 comme résultat ![:)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAATCAMAAAEyifZoAAAABGdBTUEAAK/INwWK6QAAABl0RVh0U29mdHdhcmUAQWRvYmUgSW1hZ2VSZWFkeXHJZTwAAABjUExURf+0Wv/5qf/qmP/ZhP/dif+9Zf/Vf//2pf+4X//RfP/unf/Od//7rP+6Yf/Ebf/smv/kkf/0o+aiUP/hjZSUlP/LdP/Baf+2Xf/HcP//sP/9rteXS6h2Ov+yWP///wAAAP///+Qha6kAAAAhdFJOU///////////////////////////////////////////AJ/B0CEAAAGoSURBVHjaYlCQVwAIIAZ5OVmAAGJQkFUACCAGBQWAAGKQkgAIIAZ5NoAAYlBgl2KWBwggBgU2MVkxgAACCsorKAAEEIO8FJOYAkAAMTBJyonJAwQQgwS3uKwCQAABNTDIKwAEEEiWiUuYDagEIIAYFPilJOVF2CRkFQACiEGehYmHX4JXVlYeIIAYFOR5xeXlZVnlFQACCKgWqFoeRAIEEAOYBWICBBCQJcPFxCyjoAAQQAwK4lKSPCyc0goAAcQgzygpIicvyiEPEEAMQuyScoxyfAzSAAHEICTAzs7MyiErDRBADPKc8kCj5WXlAQKIQUGaF2iKrLQCQACBTJGVFQOaAhBACJMBAghsHZANlJCVgVirABBAYFlxQUYeRkEmFmZuaZAoQAABXSgjKCUpKScnJSfHxs0nLiOvABBADPIy/IxAMXl5OXl5bgkJcaAJAAHEIC8kwAUUlOLhYhYVExOXlZWWBwggoDpOFmZhARZOCVZxBqBFDDLyAAEEMk+Mj0+elQMoIC8rywo0DyCAwPZKgxQAAYcE2F6AAIK7T1paGuY+gAADAAUfImeguOYjAAAAAElFTkSuQmCC)   
  
Voilà, c’est à vous de jouer …  
  
Bon, allez, je vais quand même vous donner quelques conseils pour démarrer. Vous n’êtes pas obligé de les lire si vous vous sentez capables de réaliser cet exercice tout seul.  
  
Vous l’aurez évidemment compris, il va falloir utiliser des boucles.  
Je ne donnerai pas de conseils pour la première méthode, c’est juste pour vous échauffer ![:)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAATCAMAAAEyifZoAAAABGdBTUEAAK/INwWK6QAAABl0RVh0U29mdHdhcmUAQWRvYmUgSW1hZ2VSZWFkeXHJZTwAAABjUExURf+0Wv/5qf/qmP/ZhP/dif+9Zf/Vf//2pf+4X//RfP/unf/Od//7rP+6Yf/Ebf/smv/kkf/0o+aiUP/hjZSUlP/LdP/Baf+2Xf/HcP//sP/9rteXS6h2Ov+yWP///wAAAP///+Qha6kAAAAhdFJOU///////////////////////////////////////////AJ/B0CEAAAGoSURBVHjaYlCQVwAIIAZ5OVmAAGJQkFUACCAGBQWAAGKQkgAIIAZ5NoAAYlBgl2KWBwggBgU2MVkxgAACCsorKAAEEIO8FJOYAkAAMTBJyonJAwQQgwS3uKwCQAABNTDIKwAEEEiWiUuYDagEIIAYFPilJOVF2CRkFQACiEGehYmHX4JXVlYeIIAYFOR5xeXlZVnlFQACCKgWqFoeRAIEEAOYBWICBBCQJcPFxCyjoAAQQAwK4lKSPCyc0goAAcQgzygpIicvyiEPEEAMQuyScoxyfAzSAAHEICTAzs7MyiErDRBADPKc8kCj5WXlAQKIQUGaF2iKrLQCQACBTJGVFQOaAhBACJMBAghsHZANlJCVgVirABBAYFlxQUYeRkEmFmZuaZAoQAABXSgjKCUpKScnJSfHxs0nLiOvABBADPIy/IxAMXl5OXl5bgkJcaAJAAHEIC8kwAUUlOLhYhYVExOXlZWWBwggoDpOFmZhARZOCVZxBqBFDDLyAAEEMk+Mj0+elQMoIC8rywo0DyCAwPZKgxQAAYcE2F6AAIK7T1paGuY+gAADAAUfImeguOYjAAAAAElFTkSuQmCC) .  
  
Pour la deuxième méthode, vous allez avoir besoin de diviser la somme de tous les doubles par la taille de la liste. Vous ne savez sans doute pas comment obtenir cette taille. Le principe est le même que pour la taille d’un tableau et vous l’aurez sans doute trouvé si vous fouillez un peu dans les méthodes de la liste. Toujours est-il que pour obtenir la taille d’une liste, on va utiliser liste.Count, avec par exemple :  
  
**Code : C# -**[**Sélectionner**](http://www.siteduzero.com/tutoriel-3-545046-tp-calculs-en-boucle.html)

|  |  |
| --- | --- |
| 1 | int taille = liste.Count; |

Enfin, pour la dernière méthode, vous allez devoir trouver tous les multiples de 3 et de 5. Le plus simple, à mon avis, pour calculer tous les multiples de 3, est de faire une boucle qui démarre à 3 et d’avancer de 3 en 3 jusqu’à la valeur souhaitée. Et pareil pour les multiples de 5.   
  
Ensuite, il sera nécessaire de faire deux boucles imbriquées afin de déterminer les intersections. C’est-à-dire parcourir la liste de multiple de 3 et à l’intérieur de cette boucle, parcourir la liste des multiples de 5. On compare les deux éléments, s’ils sont égaux, c’est qu’ils sont communs aux deux listes.  
  
Voilà, vous devriez avoir tous les éléments en main pour réussir ce TP, c'est à vous ![^^](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAATCAMAAAEyifZoAAAABGdBTUEAAK/INwWK6QAAABl0RVh0U29mdHdhcmUAQWRvYmUgSW1hZ2VSZWFkeXHJZTwAAABgUExURf/ZhP/dif/5qf/qmP+0Wv+9Zf/Vf//RfP/kkf/unf/7rP+6Yf/Ebf/2pf/Od/+4X//smuaiUP/0o//hjf/zov/LdP/Baf+2Xf/HcNeXS//9rv//sKh2Ov+yWAAAAP///6yca4UAAAAgdFJOU/////////////////////////////////////////8AXFwb7QAAAaRJREFUeNpikJeTBwggBjlpWYAAYpCXlQcIIAZ5eYAAYpCSAAggBjk2gABikOeVYpADCCAGeTYxWTGAAAIKysnLAwQQg5wUs5g8QAAxMEtziMkBBBCDBJ+4rDxAAAE1sMjJAwQQSJaZU5gNqAQggBjkBaTkpEXkJGTlAQKIQY6RmUtAgltWVg4ggBjk5bjF5WRlWeXkAQIIqBaoWg5EAgQQA5gFYgIEEJAlw8nMICMvDxBADPLiUtJcjOyS8gABxCDHJC0nJSfKLwcQQAyCvNLSTGw8LJIAAcQgyMHLy8DKLysJEEAMcuzsIKNl5QACiEFekhtotKykPEAAgUyRlRUDmgIQQAiTAQIIbB2QDZSQlYFYKw8QQGBZcSEmLiYhZkYGPkmQKEAAAV0oIyQlDQRSIoxsfDziMnLyAAHEICcjwCQlIy0tIyXDwCcjIQ40ASCAGOQEOTiZpKSluDgZRMXExIH2ygEEEFAdOyODMAcjuwSrOAvQIhYZOYAAApknxsMjx8oPEgD6HGgeQACB7ZWE8GX5JcD2AgQQ3H2SkpIw9wEEGABDeCFPR0FE/wAAAABJRU5ErkJggg==)

**Correction**

J’imagine que vous avez réussi ce TP, non pas sans difficultés, mais à force de tâtonnements, vous avez sans doute réussi. Bravo.  
Si vous n’avez même pas essayé, pas bravo ![:pirate:](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABcAAAAWCAMAAAFrr8ehAAAABGdBTUEAAK/INwWK6QAAABl0RVh0U29mdHdhcmUAQWRvYmUgSW1hZ2VSZWFkeXHJZTwAAAB4UExURbAyD6h2Ov/dif/HcNeXS///sNXV1T89Pf/Baf+1W//9rv+0Wv+9Zf/2pf+2Xf/ZhP/kkeaiUP/unf/RfP/qmP/Ebf/Vf/+6Yf/5qf/smv/hjZSUlP/LdP+4X//zov/7rMQ1Dqqqqt7e3v+yWMlFIP///wAAAP///yL9MncAAAAodFJOU////////////////////////////////////////////////////wC+qi4YAAAB4UlEQVR42mJQV1cHCCAGdTU1gABiUGfjAQggBiAbIIAY1NSUAAKIgYNNESCAgGwFBnUlgABiUBdSU1VWAgggII+RUZ0JIIBACtTV1AECCKheQU1NDSCAGFTUQAAggBgEuYQ41NQAAgiokY1NTR0ggIByLGqc6gABBFYJBmpK6gABxKCirsagoqIC1KSkBhBADOqMEmrsatLMfEAOQAABOUxSTMx8qspADkAAAfWocSsrKzOrqTGpAwQQkgHqAAGEYKuqAQQQiK2mwKAGZCsCBBCQVAAZqwBkAwQQgxoMqCoCBBCDmqQaO7uQGrOyqiJAADGoCUiwqvGr8gHZAAHEoCbMrybMo6bGraoIEEBAm0VVVVXZ1BgV1QACCGgmi5qyMtDhTGoAAQQ2n4VFTV2NUw0ggBD2IhyjCrQZIIDg4mD7oOJKauoAAcQAZgNdpwJyFQOICxRXVAMIIAY1UEiBnKoCkwGLAwQQRJyLFQi45FRVZZhllcHiAAEEDENBEV4uVnZ2NTUBNTVRDm6gONBigAACiTMJiPDK80ryM/OIA50MUQ8QQKCAYxYWA7oN7H9VNWUONaCwOkAAQfwiDhNX42GBOBgggCDuV2ME6lfm5hBjBHmWk0lNHSCAsPkLRAMEGADz7D4vUjohpAAAAABJRU5ErkJggg==) .  
Quoi qu’il en soit, voici la correction que je propose.

* Première méthode :

**Code : C# -**[**Sélectionner**](http://www.siteduzero.com/tutoriel-3-545046-tp-calculs-en-boucle.html)

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | **static** int CalculSommeEntiers(int borneMin, int borneMax)  {  int resulat = 0;  **for** (int i = borneMin; i <= borneMax ; i++)  {  resulat += i;  }  **return** resulat;  } |

Ce n’était pas très compliqué, il faut dans un premier temps construire une méthode qui renvoie un entier et qui accepte deux entiers en paramètres.  
Ensuite, on boucle grâce à l’instruction **for** de la borne inférieure à la borne supérieure (incluse, donc il faut utiliser l’opérateur de comparaison <= ) en incrémentant un compteur de 1 à chaque itération.  
Nous ajoutons la valeur du compteur à un résultat, que nous retournons en fin de boucle.

* Seconde méthode :

**Code : C# -**[**Sélectionner**](http://www.siteduzero.com/tutoriel-3-545046-tp-calculs-en-boucle.html)

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | **static** double CalculMoyenne(List<double> liste)  {  double somme = 0;  **foreach** (double valeur **in** liste)  {  somme += valeur;  }  **return** somme / liste.Count;  } |

Ici, le principe est grosso modo le même, la différence est que la méthode retourne un double et accepte une liste de double en paramètres. Ici, nous utilisons la boucle**foreach** pour parcourir tous les éléments que nous ajoutons à un résultat. Enfin, nous retournons ce résultat divisé par la taille de la liste.

* Troisième méthode :

**Code : C# -**[**Sélectionner**](http://www.siteduzero.com/tutoriel-3-545046-tp-calculs-en-boucle.html)

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25 | **static** int CalculSommeIntersection()  {  List<int> multiplesDe3 = **new** List<int>();  List<int> multiplesDe5 = **new** List<int>();  **for** (int i = 3; i <= 100; i += 3)  {  multiplesDe3.Add(i);  }  **for** (int i = 5; i <= 100; i += 5)  {  multiplesDe5.Add(i);  }  int somme = 0;  **foreach** (int m3 **in** multiplesDe3)  {  **foreach** (int m5 **in** multiplesDe5)  {  **if** (m3 == m5)  somme += m3;  }  }  **return** somme;  } |

Peut-être la plus compliquée... ![:)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAATCAMAAAEyifZoAAAABGdBTUEAAK/INwWK6QAAABl0RVh0U29mdHdhcmUAQWRvYmUgSW1hZ2VSZWFkeXHJZTwAAABjUExURf+0Wv/5qf/qmP/ZhP/dif+9Zf/Vf//2pf+4X//RfP/unf/Od//7rP+6Yf/Ebf/smv/kkf/0o+aiUP/hjZSUlP/LdP/Baf+2Xf/HcP//sP/9rteXS6h2Ov+yWP///wAAAP///+Qha6kAAAAhdFJOU///////////////////////////////////////////AJ/B0CEAAAGoSURBVHjaYlCQVwAIIAZ5OVmAAGJQkFUACCAGBQWAAGKQkgAIIAZ5NoAAYlBgl2KWBwggBgU2MVkxgAACCsorKAAEEIO8FJOYAkAAMTBJyonJAwQQgwS3uKwCQAABNTDIKwAEEEiWiUuYDagEIIAYFPilJOVF2CRkFQACiEGehYmHX4JXVlYeIIAYFOR5xeXlZVnlFQACCKgWqFoeRAIEEAOYBWICBBCQJcPFxCyjoAAQQAwK4lKSPCyc0goAAcQgzygpIicvyiEPEEAMQuyScoxyfAzSAAHEICTAzs7MyiErDRBADPKc8kCj5WXlAQKIQUGaF2iKrLQCQACBTJGVFQOaAhBACJMBAghsHZANlJCVgVirABBAYFlxQUYeRkEmFmZuaZAoQAABXSgjKCUpKScnJSfHxs0nLiOvABBADPIy/IxAMXl5OXl5bgkJcaAJAAHEIC8kwAUUlOLhYhYVExOXlZWWBwggoDpOFmZhARZOCVZxBqBFDDLyAAEEMk+Mj0+elQMoIC8rywo0DyCAwPZKgxQAAYcE2F6AAIK7T1paGuY+gAADAAUfImeguOYjAAAAAElFTkSuQmCC)   
  
On commence par créer nos deux listes de multiples. Comme je vous avais conseillé, j’utilise une boucle **for** qui commence à trois avec un incrément de 3. Comme ça, je suis sûr d’avoir tous les multiples de 3 dans ma liste. C’est le même principe pour les multiples de 5, sachant que dans les deux cas, la condition de sortie est quand l’indice est supérieur à 100.  
  
Ensuite, j’ai mes deux boucles imbriquées où je compare les deux valeurs et si elles sont égales, je rajoute la valeur à la somme globale que je renvoie en fin de méthode.  
Pour bien comprendre ce qu’il se passe dans les boucles imbriquées, il faut comprendre que nous allons parcourir une unique fois la liste multiplesDe3 mais que nous allons parcourir autant de fois la liste multipleDe5 qu’il y a d’éléments dans la liste multipleDe3, c’est-à-dire 33 fois.  
Ce n’est sans doute pas facile de le concevoir dès le début, mais pour vous aider, vous pouvez essayer de vous faire l’algorithme dans la tête :

* On rentre dans la boucle qui parcoure la liste multiplesDe3
* m3 vaut 3
* On rentre dans la boucle qui parcoure la liste multiplesDe5
* m5 vaut 5
* On compare 3 à 5, ils sont différents
* On passe à l’itération suivante de la liste multiplesDe5
* m5 vaut 10
* On compare 3 à 10, ils sont différents
* Etc … jusqu’à ce qu’on ait fini de parcourir la liste des multiplesDe5
* On passe à l’itération suivante de la liste multiplesDe3
* m3 vaut 6
* On rentre dans la boucle qui parcoure la liste multiplesDe5
* m5 vaut 5
* On compare 6 à 5, ils sont différents
* On passe à l’itération suivante de la liste multiplesDe5
* Etc …

**Aller plus loin**

Vous avez remarqué que dans la deuxième méthode, j’utilise une boucle **foreach** pour parcourir la liste :  
  
**Code : C# -**[**Sélectionner**](http://www.siteduzero.com/tutoriel-3-545046-tp-calculs-en-boucle.html)

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | **static** double CalculMoyenne(List<double> liste)  {  double somme = 0;  **foreach** (double valeur **in** liste)  {  somme += valeur;  }  **return** somme / liste.Count;  } |

Il est aussi possible de parcourir les listes avec un **for** et d’accéder aux éléments de la liste avec un indice, comme on le fait pour un tableau.  
Ce qui donnerait :  
  
**Code : C# -**[**Sélectionner**](http://www.siteduzero.com/tutoriel-3-545046-tp-calculs-en-boucle.html)

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | **static** double CalculMoyenne(List<double> liste)  {  double somme = 0;  **for** (int i = 0; i < liste.Count; i++)  {  somme += liste[i];  }  **return** somme / liste.Count;  } |

Notez qu’on se sert de liste.Count pour obtenir la taille de la liste et qu’on accède à l’élément courant avec liste[i].  
Je reconnais que la boucle **foreach** est plus explicite, mais cela peut être utile de connaitre le parcours d’une liste avec la boucle **for**. A vous de voir.  
  
Vous aurez également noté ma technique pour avoir des multiples de 3 et de 5. Il y en a plein d’autres. Je pense à une en particulier et qui fait appel à des notions que nous avons vu auparavant : la division entière et la division de double.  
  
Pour savoir si un nombre est un multiple d’un autre, il suffit de les diviser entre eux et de voir s’il y a un reste à la division. Pour ce faire, on peut le faire de deux façons. Soit en comparant la division entière avec la division « double » et en vérifiant que le résultat est le même. Si le résultat est le même, c’est qu’il n’y a pas de chiffres après la virgule :  
  
**Code : C# -**[**Sélectionner**](http://www.siteduzero.com/tutoriel-3-545046-tp-calculs-en-boucle.html)

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | **for** (int i = 1; i <= 100; i++)  {  **if** (i / 3 == i / 3.0)  multiplesDe3.Add(i);  **if** (i / 5 == i / 5.0)  multiplesDe5.Add(i);  } |

Cette technique fait appel à des notions que nous n’avons pas encore vues : comment cela se fait-il qu’on puisse comparer un entier à un double ? Nous le verrons un peu plus tard.

L'autre solution est d'utiliser l’opérateur modulo que nous avons vu précédemment qui fait justement ça :  
  
**Code : C# -**[**Sélectionner**](http://www.siteduzero.com/tutoriel-3-545046-tp-calculs-en-boucle.html)

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | **for** (int i = 1; i <= 100; i++)  {  **if** (i % 3 == 0)  multiplesDe3.Add(i);  **if** (i % 5 == 0)  multiplesDe5.Add(i);  } |

L’avantage de ces deux techniques est qu’on peut construire les deux listes de multiples en une seule boucle.  
  
Voilà, c’est fini pour ce TP. N’hésitez pas à vous faire la main sur ces boucles car il est fondamental que vous les maitrisiez. Faites-vous plaisir, tentez de les repousser dans leurs limites, essayez de résoudre d’autres problèmes, ... L’important, c’est de pratiquer.